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# 研究背景

程序编程语言方面的研究已有60年的研究历史，同时也是非常活跃的一个方向。程序编程语言的研究大致可以分为3个部分，包括理论部分，环境部分以及应用部分。其中理论部分包含语言的设计，类型系统，形式语义等。环境部分包含编译器，运行时系统等。而应用部分包含程序分析，程序验证，程序合成。其中在PL的框架下，程序分析多指静态程序分析，也即该课程报告所要讨论的主要内容。

在过去十多年，静态代码分析取得了长足的进步，并且出现了许多新颖的应用：最初主要用于运行前程序的优化，现在它也已成为理解程序，程序设计，查找软件质量缺陷，特别是安全漏洞的通用工具。 这项成功归功于这数十年来的静态分析研究，这些研究催生了新颖的算法，数据结构和设计原理，使静态分析比以往任何时候都更加精确。

而这段时间里，编程语言的核心部分改变的非常少，然而由编程语言构建的程序变的越来越大，而且越来越复杂。因此，尽管从绝对意义上说，静态分析研究的进展是显着的，但人们必须意识到，随着软件应用程序的规模和复杂性不断增加，静态分析技术的研究应该依然得到持续的突破和进步。这也是静态程序分析技术仍有很大研究价值的原因之一。

# 问题定义

静态程序分析推理计算机程序的行为而不实际运行它们。这不仅对优化编译器以产生高效代码很有用，而且对于自动错误检测和其他可以帮助程序员的工具也很有用。静态程序分析器是引起其他程序行为的程序。

众所周知，测试，即具体地运行程序并检查输出，这种方法可能会发现错误，但通常不能表明没有错误。相反，静态程序分析可以（使用正确的近似值）检查程序的所有可能执行情况，并提供有关程序属性的保证。

开发此类分析的主要挑战之一是如何确保高精度和高效率在实际中有用。例如，如果它报告许多误报，或者如果它太慢而无法适应现实世界的软件开发过程，则没有人会使用这样设计的分析。

目前程序静态分析可用于例如一下方面：

1. 程序优化分析。优化的编译器（包括解释器中的即时编译器）需要了解正在编译的程序的许多不同属性，以便生成有效的代码。
2. 程序正确性和安全性分析。设计用于检测错误（或验证是否没有错误）的最成功的分析工具都针对以特定编程语言编写的程序的通用正确性属性。在不安全的语言（如C）中，此类错误有时会导致严重的安全漏洞。在更安全的语言（如Java）中，此类错误通常不会那么严重，但它们仍可能导致程序崩溃。
3. 程序开发分析。现代IDE执行各种程序分析以支持调试，重构和程序理解。

# 方法和技术

## 中间表达

## 数据流分析

## 控制流分析

## 程序过程内和过程间分析

## 抽象表达

# 现有工具

# 研究趋势